Money Bills Problem

# Task:

Utilizați un algoritm genetic pentru a rezolva problema: pentru plata unei sume S se pot folosi bancnote cu n valori nominale distincte (v[i], i=1,…,n). NU este disponibila bancnota cu valoare 1. Pentru fiecare valoare nominala este disponibila o cantitate limitata de bancnote (c[i], i=1,…,n). Găsiți o modalitate de plata care folosește numărul minim de bancnote. Este utilizat un algoritm genetic.

# Individual representation:

We consider an individual. For any we have where represents the amount of bills of type is used to pay the sum . We cannot pay less than 0 banknotes, thus we have the constraint .

Example:

we pay the sum using 2 banknotes of value 2, 7 of value 3, 1 of value 5, none of value 7, 2 of value 10, none of value 11 and none of value 13.

# Fitness function (lines 39 – 49):

Our goal is to pay the sum using the minimum amount of bills. If we consider ,

and we wish to minimize this cost, then our fitness function can be defined as such:

We consider instead of just to avoid division by zero in the case of .

# Restrictions / feasibility check (lines 53 – 59):

We must pay the whole sum , which means that the value of must be equal to . If the condition is not met, the individual is non-feasible. Otherwise, the individual is feasible.

# Initial population generation (lines 78 – 87):

Each individual in the population is randomly generated, by assigning a random value between 0 and , value that represents the chosen amount of banknotes of type .

while wasAccepted == False:  
 # we generate element by element in the individual  
 x\_fitness = 0

for j in range(parameters.n):  
 current\_value = np.random.randint(0, parameters.max\_bill\_amounts[j] + 1)  
 x += [current\_value

# after we have an individual, we check if it is feasible  
 if isFeasible(x) == True:  
 wasAccepted = True  
 pop += [x] # we add x to the population  
 x\_fitness = fitness\_func(x)  
 init\_pop\_fitness += [x\_fitness]  
 else:  
 x = []

After the generation, we check if the individual is feasible. If not, we try again. When we find a feasible individual, we add it to the initial population as well as its fitness value to our list of initial fitness values.

This mechanism will be repeated times where .

## Initial population example:

**![A screenshot of a computer

Description automatically generated with medium confidence](data:image/png;base64,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)**

**![Text

Description automatically generated](data:image/png;base64,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)**

# Parent selection (lines 94 – 133):

Stochastic Universal Sampling selection was used in order to allow the individuals with higher fitness values to have a higher probability of selection (probabilities have been assigned through Fitness Proportional selection based on sigma scaling). We take the parents 2 by 2 and we perform crossover, keeping the order the same in the parents array. We select parents because we have to keep the population size constant.

# Crossover (lines 137 – 175):

To crossover the parents’ genes we use uniform crossover to give equal probabilities to each gene to be passed onto the children. The crossover probability is 0.8 (80%). If the crossover is not performed, we perform asexual crossover, where each child will take the parent’s gene directly. In the end we will generate children in order to keep the population size constant.

# Mutation (lines 179 – 212):

The chosen mutation method is creep method which we will apply only on the genes that satisfy the mutation probability (of 0.1 (10%)). If the probability isn’t met for any of the genes then the child will remain the same. We apply bounds to the creep method accordingly. For the upper bound is or and the lower bound is 0.

# Next generation selection (lines 216 – 228):

To advance the generation, we use the elitism method in which we compare the best parent (the parent with the highest fitness value) to the best child (the child with the highest fitness value). If the best parent is better than the best child, we randomly replace a child with the best parent. Otherwise, the children population remains the same.

# GA Termination Conditions:

The genetic algorithm will try to compute the best individual through a certain number of . However, the GA will stop and retain the current best solution even if it is not the best global solution in certain conditions as follows:

* if the number of generations equals the number of

iteration == parameters.max\_iterations

* if the max fitness value of the population remains constant over generations

nrm == int(parameters.max\_iterations / 4)

Where

# The GA Solution:

The solution of the genetic algorithm will be an individual from the last generation that has the best fitness value (not necessarily the best global solution) and is represented in the manner mentioned above. At the end of the GA, we will display the best individual from the last generation as well as its’ fitness value.

# Disclaimer:

All constant parameters of the problem have been added to a Parameters structure:

@dataclass  
class Parameters:  
 pop\_size: int = 100  
 n: int = 7  
 max\_iterations: int = 1000  
 to\_pay: int = 50 # sum we have to pay  
 bill\_values: list = field(default\_factory=lambda: [])  
 max\_bill\_amounts: list = field(default\_factory=lambda: [])  
 crossover\_probability: float = 0.8  
 mutation\_probability: float = 0.1

parameters = Parameters()  
  
parameters.bill\_values = [2, 3, 5, 7, 10, 11, 13]

parameters.max\_bill\_amounts = [8, 11, 2, 3, 5, 7, 4]

However the input data can be changed when running the problem:

size = (int)(input("Population size ( > 0 ): "))  
parameters.pop\_size = size  
it = (int)(input("\nMaximum number of iterations:"))  
parameters.max\_iterations = it  
cp = (float)(input("\nCrossover probability (between 0 and 1):"))  
parameters.crossover\_probability = cp  
mp = (float)(input("\nMutation probability (between 0 and 1):"))  
parameters.crossover\_probability = mp